Abstract: 

As computer technologies improve year by year, advanced and intuitive user interfaces become increasingly necessary to allow proper manipulation of various types of programs, in different fields and markets. In the case of haptic  glove devices, a fraction of the fields that come to mind are rehabilitation after injury, training simulations to learn particular movements or even allowing surgeons to operate on a patient on the other side of the globe. The aim of this project is to design a haptic glove that is lightweight, simple, easy to manipulate while still being precise enough to perform as a user interface for virtual reality systems or any other applications it may have. The glove equipped with sensors that sense the movements of the hand and it’s fingers and interfaces those movements with a computer. Haptic gloves are commonly used in virtual reality environments where the user sees an image of the glove and can manipulate the movements of the virtual environment using the glove.
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Introduction :

Project Vision: To make virtual object interaction resemble real life.
Our vision is a new interaction paradigm that gives the user an unprecedented ability to touch and manipulate high contrast, high resolution, three-dimensional (3D) virtual objects suspended in space, using a glove that gives realistic whole hand haptic feedback closely resembling interaction with objects in real life.

We created a glove that provides tactile feedback of virtual object. when activated ,it provides real feedback about tactile sensation of holding a virtual object .feedback include (dimensional , movement ) of the object . While this is just a demo, potential applications for a haptic glove includes use in virtual reality, gaming (like playing a 3D video game), online shopping, and physical therapy!
















Chapter 1
System Design
Our system consist of two main components: The first is a whole hand haptic system comprising a glove wired by user, this glove holds flex  sensors on its fingers that detect the bending of each finger, also an accelerometer to detect slight changes in hand position in the three dimensions. These sensors are directly connected to the microcontroller which is programmed so that it can process these sensors values and pass it to second part of the system. The second component is a three-dimensional display of a hand model with its animation to simulate the real hand movements. Our driving application is a simple 3D video game that contains the hand model and user can play it using our glove.

The whole project design is divided into three sections:

· Master Section
· Processor Section 
· Slave Section


1.1 Master Section


The Master Section is nothing but the Motion Sensing Glove with its circuit that gives signals. The glove we use is a normal leather glove with flex sensors attached to each finger. As we move the fingers of the hand with the glove on, the movement causes the flex sensors to bend ,and accelerometer control the direction of movement  left ,right , backward ,forward thus producing a signal which causes the virtual hand to move.



[image: D:\Documents\Desktop\hw.jpg]

Figure1.1


The flex sensors are connected to a voltage divider circuit .







Figure1.2: flex Sensor connected to a Voltage divider circuit



1.2 Processor Section
The processor section accepts the signals from the circuit box through the ADC ports. The circuit for the processor section is given below.



[image: D:\Documents\Desktop\documntation mshroo3\bcct.png]

Figure 1.3:Microcontreller connection with sensors








1.3 Slave Section
 The Slave section is nothing but the software hand that mimics the master controller movements. The software hand  receive the signal from the master section via the controller.



[image: C:\Users\eman\Desktop\2eed ymaan .png]

Figure 1.4: 3D Hand Model 




Chapter 2

Hardware

 The system is basically a master-slave system where in the master motion sensing glove sits on hosts arm sensing motions of the finger and then using this data to control the virtual hand.



2.1 Flex Sensors:

Flex sensors are sensors that change in resistance depending on the amount of bend on the sensor. They convert the change in bend to electrical resistance - the more the bend, the more the resistance value. They are usually in the form of a thin strip from “1-5” long that vary in resistance from approximately 10 to 30 kilo-ohms. They are often used in gloves to sense finger movement.  


[image: ]

Figure2.1: Flex Sensor *


The Flex point Bend Sensor was developed through testing a thin potentiometer which would show analog feedback from finger movement. The bend-sensitive carbon-based ink was developed at that point.

Applications 
Flex sensors are used in gaming gloves, auto controls, fitness products, measuring devices, assistive technology, musical instruments, joysticks, and more. 

How They Work 
Flex sensors are analog resistors. They work as variable analog voltage dividers. Inside the flex sensor are carbon resistive elements within a thin flexible substrate. More carbon means less resistance. When the substrate is bent the sensor produces a resistance output relative to the bend radius. With a typical flex sensor, a flex of 0 degrees will give 10K resistance will a flex of 90 will give 30-40 K ohms. The Bend Sensor lists resistance of 30-250 K ohms. 
[image: http://itp.nyu.edu/physcomp/sensors/uploads/Reports/flexpoint-graph.gif]
Figure2.2*
2.2 Accelerometers:

The accelerometer can detect the three-dimensional orientation of the hand.
We use an accelerometer of type ADXL335,the ADXL335 is a triple axis accelerometer with extremely low noise and power consumption - only 320uA! The sensor has a full sensing range of +/-3g. There is no on-board regulation, provided power should be between 1.8 and 3.6VDC. Board comes fully assembled and tested with external components installed. The included 0.1uF capacitors set the bandwidth of each axis to 50Hz. 

[image: D:\Documents\Desktop\documntation mshroo3\adxl335-500x500.jpg]

Figure2.3**




An accelerometer measures proper acceleration, which is the acceleration it experiences relative to free fall and is the acceleration felt by people and objects. Put another way, at any point in space-time the equivalence principle guarantees the existence of a local inertial frame, and an accelerometer measures the acceleration relative to that frame.






2.3 Microcontroller
The processor that is used in our project is microcontroller Pic18F46.
	 
	.	
[image: D:\Documents\Desktop\F452.jpg]
Figure2.4***
Features
 
 
· Operating Frequency.
· Program memory (bytes).
· Program memory (instruction).
· Data Memory.
· Data EEPROM Memory.
· Interrupt Sources.
· I/O Ports.
· Timers.
· Capture/compare/PWM Module.
· Enhanced capture /compare/PWM Module.
· Serial communication.
· Parallel communication.
· 10 bit Analog to Digital Module.
· Resets and delays.
· Programmable low voltages detect.
· Programmable Brown-low voltage reset.
· Instruction set.
· Packages.



Pin Configuration

[image: D:\Documents\Desktop\pic18.png]

Figure2.5 ***

Pin Description
 
VDD: Digital supply voltage. (+5V)
 
VSS: Ground. (0 V) Note there are 2 ground Pins.
 
Port A (PA7 - PA0)
 
Port A serves as the analog inputs to the A/D Converter. Port A also serves as an 8-bit bi-directional I/O port, if the A/D Converter is not used. When pins PA0 to PA7 are used as inputs and are externally pulled low, they will source current if the internal pull-up resistors are activated. The Port A pins are tri-stated when a reset condition becomes active, even if the clock is not running.
 
Port B (PB7 - PB0) 
 
Port B is an 8-bit bi-directional I/O port with internal pull-up resistors (selected for each bit). 


Port C (PC7 - PC0)

Port C is an 8-bit bi-directional I/O port with internal pull-up resistors (selected for each bit). 


Port D (PD7 - PD0)
 
Port D is an 8-bit bi-directional I/O port with internal pull-up resistors (selected for each bit). 

RESET:  Reset Input. A low level on this pin for longer than the minimum pulse length will generate a reset, even if the clock is not running.
 

2.4 Voltage Regulator 
A voltage regulator is an electrical regulator designed to automatically maintain a constant voltage level. A voltage regulator may be a simple "feed-forward" design or may include negative feedback control loops. It may use an electromechanical mechanism, or electronic components. Depending on the design, it may be used to regulate one or more AC or DC voltages.


[image: C:\Users\eman\Desktop\00526-03-L.jpg]
Figure2.6

We use the regulator in our project to convert a 8 volt to 5 volt DC .

* Zener Diode as Voltage Regulator 

The function of a regulator is to provide a constant output voltage to a load connected in parallel with it in spite of the ripples in the supply voltage or the variation in the load current and the zener diode will continue to regulate the voltage until the diodes current falls below the minimum IZ(min) value in the reverse breakdown region. It permits current to flow in the forward direction as normal, but will also allow it to flow in the reverse direction when the voltage is above a certain value - the breakdown voltage known as the Zener voltage. The Zener diode specially made to have a reverse voltage breakdown at a specific voltage. Its characteristics are otherwise very similar to common diodes. In breakdown the voltage across the Zener diode is close to constant over a wide range of currents thus making it useful as a shunt voltage regulator.
 
[image: D:\Documents\Desktop\documntation mshroo3\zenor.png]
Figure2.7****

In our project zener diode as voltage regulator convert  5 volt to provided power  between 1.8 and 3.6 V DC.














Chapter 3 
Software Development
3.1- Microcontroller Programming.
  As we mention in H.W part , our basic hardware components are:
- Flex sensors  .
- Accelerometer

We programed  the Pic 18F4620 using PIC-C  , because we connect these components to the ADC port on pic , in the code we read the ADC from it and convert it to voltage and send it to serial then to software part .


3.2- Human Hand Model

We created a human hand model using “Milk Shape” software program 
by drawing  “Joints” that simulates bones and joints in our hands ,and adding some textures to appear like in this picture 
[image: C:\Users\eman\Desktop\milkshape hand2.png]
Figure 3.1
After that we added animation on this model like : rotate fingers, rotate hand left  ,right, up and down using “Animate”  and then adding Key Frames
 
[image: C:\Users\eman\Desktop\milkshape hand.png]
Figure 3.2


“Milk Shape” divides the model into many frames the user control their number, and at each frame we added  some animation (key frame) and save it .


After finishing adding animation, we imported the model as” MD2 format”
We choose MD2 because it save the animation with the model after exporting it.









3.3- Problems and time wasters on this section:

To create  the hand model we started working on “3D Max “ and created a complete hand model with all animation we need  with 3ds format(good results with Large time .

Then when we export the model from 3DMAX we realize that the animation not exported with this format ,so we started creating the animation from scratch in OpenGl (coding) , but we find it difficult, need much time , and results was not as efficient as we want.



Then search for alternatives , and finally know about MD2 format (that save animation) but MD2 was not  found in 3DMAX so leave MAX after this long time of working on it , and moved to “Milk Shape” that can create  models with bones and animation to it then export models with MD2 formats.


All these steps take so much time.

















3.4- MD2 Loader :


Load MD2 model to Open Gl in C++ (read the model and redraw it also play it’s animation).


We search and find ready loaders for md2 models (C++ code). we download one and improve the code  to meet our needs and our case .


[image: C:\Users\eman\Desktop\milkshape hahvtsghnd.png]

Figure 3.3

So we have a C++ code that view the hand and play it’s animation , then we need to play this model animation dynamically according to values of sensors on Hardware part (Values of flex and accelerometer).So we worked on transferring data from H.W to S.W to control the open GL code (playing specific animations ).


Chapter 4

Hardware/Software Interface Design
Controlling any virtual object using an external controller requires a communication channel between the controller and the controllable object. This channel is the interface that links the two separate systems. There are several sophisticated and efficient methods available through serial communication that allow a programmer to both establish a real-time virtual interactive system and link in to an external controller. The end result, if accomplished, is utterly impressive as depicted below.  

[image: D:\Documents\Desktop\swhw.jpg]

Figure 4.1



Microcontroller read analog value from flex sensor or accelerometer depend on  bend degree in flex sensor or direction of accelerometer ,the microcontroller send data to pc using serial communication 
 


[image: D:\Documents\Desktop\documntation mshroo3\e5tsar mshro3.png]

Figure 4.2: block diagram of interface between H.W/S.W


 Serial Port communication :

We are working now on this part, trying to read serial port in C++ .we  read serial successfully,  according to these readings the C++ (Loader part) control which frames(specific animations) we want play at this period of time 




		
Problems in this part:

We face many difficulties in reading serial port in C++ 




Conclusion:

Our Expectations
We wish this project to work mostly according to our expectations. We were rather upset that time didn’t help us, so we could not complete what we was intended to do which is a 3D game as an application on simulation of hand motion we wish our problems to be solved soon, so we can start work on this application .However, getting the visual feedback on OpenGl to work far exceeded our expectations, and we are very happy about that. If we were to do this project again, we would have to put more thought and pre-search in design the hand model and it’s animations. This would have avoided the problem of time, and we may have been able to continue designing our own game . if we were to do this again, we would also find ways to make the glove wireless to allow full freedom of motion and incorporate that into our visual feedback as well.













Appendices:
Program Listings
- Code for microcontroller 
[image: D:\Documents\Desktop\1.png][image: D:\Documents\Desktop\3.png]

[image: D:\Documents\Desktop\2.png][image: D:\Documents\Desktop\4.png]

· Code for read from serial .
[image: D:\Documents\Desktop\open.png]
[image: D:\Documents\Desktop\main.png]



Cost Details

	  No
	Component Description
	Qty.
	Price

	1
	Flex Sensor + Shipping Cost
	2
	40$

	2    
	Microcontroller pic18F4620
	1
	10$             

	3    
	7805 Voltage Regulator
	2
	4$

	4
	Pin Connectors
	
	

	5
	Resistor
	6
	

	6 
	Capacitor
	5
	

	7
	LED
	5
	

	8
	40 pin IC Base
	1
	

	9
	Switch
	1
	

	10
	Accelerometers
	2
	65$

	
	Total 
	
	120$




Tasks 
Both partners collaborated on all aspects of the project, but Eman Masarweh was responsible for most of the 3d model designing, Yaman Salman was responsible for most of the microcontroller programing , and both partners are equally responsible for all aspects of the glove designing and hardware.
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for (11;1<=200;++1)(
restarc_wdc ()
set_adc_channel (1) ;
x = read adc():
resi = x75.0;
x1= res1/1023.0;
dlemx1;

set_ade_channel(2) ;
read adc():
= ¥75.0;
res2/1023.0;
1

set_ade_channel(3) ;
2 = read ade():
ress = 275.0;

21= res3/1023.0;
d3+=z1;

datal = a1/200;
data2 = a2/200;
datas = a3/200;

// finisn refrence

delay ms(500);
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//for flex sensor
set_ade_channel (0) ;
£1 = read ade():
£1 = (£1+5.0)/1023.0;
£r14mf1;

set_adc_channel (4)
£2 = read adc():
£2 = (£2+5.0)/1023.0;
£r20-£2;

i

£££1-££1/200.0;
£££2-££2/200.0;

£EEs=(£EE1452E2) /2;

Printf ("sf £17,£E1);
printf ("\n") ;

Printf ("if £27,£££2);
printf ("\n") ;

printf ("if favg",I£E3):
printf ("\n") ;

if(£££3>= 3.72 52 £Ef3
printE ("done”) ;

printf ("\n") ;

3}

4.30)¢
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while (true)
i

da1=0.0;
da2=0.0;
das=0.0;

dataa:
dataaz
dataa

-0;
-0;
-0;

00;++1) ¢
restarc_wdc ()

set_ade_channel (1) ;
xx = read ade():
ressi = xx°5.0;

xx1-= ress1/1023.0;
dals=xxi;

set_ade_channel(2) ;
¥y = read ade():
zess2 = yy°5.0;
Yyl ress2/1023.0;
ddzs=yy1:

set_ade_channel(3) ;
2z = read adc():

ress3 = 2275.0;

ress3/1023.0;
z1;
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dataal = da1/200;
finall - dacaal-dacal;
dataa2 = da2/200;
final? - dacaa2-data2;
1£( finall >= 0.20 )

i

prints ("R") ;

i
lelse if ( finall
i
prints ("L7)
i

~0.15)

else if( final2 >= 0.20)
i
prints ("E")
i

lelse if ( final2
i
printt ("B") ;
i

~0.15)

else ¢
princs ("e")
prints (\a") ;
i

restarc_wdc ()
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HANDLE OpenCom?(char *ComPort. DVORD BitRate, DWORD ReadTineOut)

¢

HANDLE hComn;
DCB dcb = {0};
COMMTIMEOUTS ComnTnOut = {0}:

hComn=CreateFile(LPCTSTR(ConPort ) ,
GENERIC_READ | GENERIC_VRITE.
0.
NOLL.
OPEN_EXISTING,
FILE_ATTRIBUTE_NORMAL.0) :

if (hComm == INVALID_HANDLE_VALUE}{

return INVALID_HANDLE_VALUE;

Filllenory(&deb, sizeof(deb). 0):
if (!GetComnState(hComn, &deb)){
return INVALID_HANDLE_VALUE;

else{
deb BaudRate = BitRate:
deb Parity = NOPARITY:
dob StopBits = 2.//ONESTOPEIT:
deb £DtrControl = DTR_CONTROL DISABLE:
deb fRtsControl = RTS_CONTROL_DISABLE:
deb fOuti = FALSE:
deb £Ink = FAISE:
doh . £0ut=CtsFlaw
dch . £OutxDsrFlow
deb ByteSize - 8:

FALSE:
FATSE:





image22.png
int main(int argc, CHAR% argv[])
¢

HANDLE h ;

char Resp[64];

Static DUORD BytesRead:
unsigned char DataByte:
int k=0

bool ress:

h = OpenCom2("COM1", 9600, 100):
while(1){
BytesRead =0:
ress=  ReadFile(h, &DstaByts, 1. &BytesRead. NULL):
if (BytesRead) printf("#C" DataByte):
else printf("..");
e
if (k> 1000000) break:
b
return 0;
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